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Objectives:

The purpose of this lab was to demonstrate the creation of new “child” processes from an existing “parent” process using the fork() function. The first part of the assignment aims to use consecutive fork() calls to create multiple new processes which will then print their number and a message informing the user that they are running before exiting. In this case the parent process will use the waitpid() function to wait for all of the child processes to exit before exiting itself in order to prevent “zombie” processes from wasting resources. The second part of this lab aims to create [2\*n] new processes where n is an integer passed by the user as an argument. This will be accomplished using a for loop for their creation and another loop in which the parent waits for the processes to exit. Additionally, the children will print their process ID to the terminal before exiting.

Background:

Processes are a system tool that can be used to segment applications into separate operations that will be computed effectively in parallel rather than in series thus preventing bottlenecks and potentially using the available resources more effectively. New processes can be created from an existing process using the function fork() and are linked to the original process in several ways. The new processes are called “children” while the original process is known as the “parent”. Child processes inherit all the variables of the parent process that were declared up to that point and executes the rest of the program from that point independently. They are allocated their own stack and heap and share none of it with the parent process or any additional children. However, the parent process is still responsible for terminating its children processes once they have finished executing. If the parent process is terminated before it terminates its children, then those children will stay active indefinitely and become so called “zombie” processes which waste system resources. To prevent the parent process from terminating before its children the functions wait() or waitpid() can be used. The function wait() halts a parent process until there is a change of state in one of its children. This can be useful in simple applications however it lacks precision and can lead to unintended consequences when multiple children are active at once. The waitpid() function on the other hand takes the ID of a child process as its first argument and halts the parent process until the child changes to a state specified by the second argument. By default (if NULL is passed as the second argument), it waits until the child is terminated.

Each process running on a machine is given a process ID number when it is created using the fork() function. The return value for fork() is the process ID of the new child in the parent process and zero in the child process. This allows the user to perform different actions in the parent process and the child process by using conditional statements to differentiate between them. Additionally if the ID of a process wants to be known within a process the function getpid(), which returns the ID of the current process, can be used.

Algorithms:

To complete this lab two distinct algorithms were used, one for part 1 and another for part 2. In part 1 the fork() function was called three times consecutively and its return values were stored in the variables c1, c2 and c3. These calls generated 7 additional new processes for a total of 8 running processes including the parent. This happened because the number of processes grows exponentially since every existing child process also generates an additional new child with every subsequent fork() function call. This means that in this case the first child of the parent also has two children of its own. To control what code is executed by each process its necessary to use both c1, c2 and c3 as conditional variables. In the first child of the parent the variable c1 will be equal to zero. Subsequently in the first child of the first child of the parent both c1 and c2 will equal zero, and in its second child c1, c2, and c3 will be equal to zero. This allows the programmer to execute different code for each of the 8 processes. As an example, in this program each process will print its lineage and then use the execve() function to run a separate executable file called “b”. This executable will simply print the message “Program B is running” every time it is ran.

In part 2 of the lab the objective was to accept a user input n, and use a for loop to create [2\*n] new processes. Within the initial for loop a child is created with the function fork() and its process ID is stored in the variable “child”. Next, within the for loop a conditional check is performed on the variable child, if it is zero, meaning that the current process is the child, print the process ID of the child and of its parent. Otherwise, the current process can be assumed to be the parent and thus the child variable contains the child’s process ID which is then stored within an array so that the parent can later use the waitpid() function in the second for loop to wait for all of its children to exit iteratively before exiting itself. In this way the children processes are prevented from spawning their own children since they have exited before the next iteration of the for loop and the next call of the fork() function.

Results:

Part 1 Output:
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Part 2 Output:

![Text

Description automatically generated](data:image/png;base64,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)

Observations:

When using the function fork() multiple times in the same program it is important to be aware that previously created children processes will also spawn their own children processes unless they are prevented from executing the fork() function themselves, usually through the use of a conditional statement. Additionally, the output from part 1 shows that program “b” which was executed one time per child process using the function execve() was given a lower priority by the scheduler and consistently scheduled after all of the child processes had already ran. It is also worth noting that in part 2 the child processes all ran in order, almost like they were running sequentially. Its possible that the code within the if statement which the children processes run before exiting is so short that it is already done before the parent process is able to advance to the next iteration of the for loop and generate the next child process.

Conclusions:

In conclusion the fork() function allows the programmer to effectively run multiple parts of his program in parallel rather than sequentially. Processes have their own memory and any variables that are created or modified after they have been created are exclusive to that process. Additionally, the order in which the child processes run is determined by the scheduler and in general can’t be anticipated so the program must be designed to accommodate that behavior. Furthermore, it is important that all the child processes spawned from a single parent exit before the parent, otherwise the child processes will never be terminated and become “zombies”, wasting system resources. To prevent this from happening the function waitpid() can be used to force the parent to wait for its children. Ultimately, processes are a powerful tool when used correctly and are vital to modern applications.

Source Code:

**Part 1:**

#include <iostream>

#include <string>

#include <vector>

#include <unistd.h>

#include <sys/wait.h>

using namespace std ;

int main( int argc, char \*argv[] ){

    int c1, c2, c3 ;

    string msg = "Child running: " ;

    char\* env[] = {NULL} ;

    // Create new processes with each fork call, the number of total processes created (including parent) will be 2^n,

    // where n is the number of consecutive fork() calls

    c1 = fork() ;

    c2 = fork() ;

    c3 = fork() ;

    if ( c1 == 0 && c2 != 0 && c3 != 0 ) { //first child of the parent

        // Print this child's lineage

        cout << "Child 1 of parent running" << endl ;

        // Run the executable b

        execve( "./b", argv , env) ;

        // wait for its children to end before exiting

        waitpid(c2, NULL, 0) ;

        waitpid(c3, NULL, 0) ;

        exit(0) ;

    }

    else if ( c2 == 0 && c1 != 0 && c3 != 0 ) {  //second child of parent

        cout << "Child 2 of parent running" << endl ;

        execve( "./b", argv , env) ;

        // wait for its child to end before exiting

        waitpid(c3, NULL, 0) ;

        exit(0) ;

    }

    else if ( c3 == 0 && c1 != 0 && c2 != 0 ) { //third child of parent

        cout << "Child 3 of parent running" << endl ;

        execve( "./b", argv , env) ;

        exit(0) ;

    }

    else if ( c1 == 0 && c2 == 0 && c3 != 0 ) { //first child of child 1

        cout << "Child 1 of Child 1 running" << endl ;

        execve( "./b", argv , env) ;

        // wait for its child to end before exiting

        waitpid(c3, NULL, 0) ;

        exit(0) ;

    }

    else if ( c1 == 0 && c2 != 0 && c3 == 0 ) { //second child of child 1

        cout << "Child 2 of Child 1 running" << endl ;

        execve( "./b", argv , env) ;

        exit(0) ;

    }

    else if ( c3 == 0 && c1 != 0 && c2 == 0 ) { //first child of child 2

        cout << "Child 1 of child 2 running" << endl ;

        execve( "./b", argv , env) ;

        exit(0) ;

    }

    else if ( c3 == 0 && c1 == 0 && c2 == 0 ) { //first child of child 1 of child 1

        cout << "Child 1 of child 1 of child 1 is running" << endl ;

        execve( "./b", argv , env) ;

        exit(0) ;

    }

    else if ( c1 != 0 && c2 != 0 && c3 != 0 ) { // Parent is running

        cout << "Parent Running" << endl ;

        // wait for each of the parent's child processes to end before exiting

        waitpid(c1, NULL, 0) ;

        waitpid(c2, NULL, 0) ;

        waitpid(c3, NULL, 0) ;

    }

    return 0 ;

}

**Part 2:**

#include <iostream>

#include <string>

#include <vector>

#include <unistd.h>

#include <sys/wait.h>

using namespace std ;

int main( int argc, char \*argv[] ){

    int i, child ;

    int \*childArr ;

    // Read the first argument, interpret as an int and multiply it times two

    int numProc = atoi(argv[1]) \* 2 ;

    // Print the number of processes that will be created (2\*n)

    cout << numProc << " processes will be created" << endl ;

    // Allocate space for the array of integers that will contain the process ID of all the children

    childArr = (int\*) malloc(numProc \* sizeof(int)) ;

    // Loop as 2\*n times and create a child each iteration

    for (i = 0 ; i < numProc ; i++){

        child = fork() ;

        // If its the children process it will enter this loop, print, and then exit so that it doesnt spawn additional children in the next loop

        if ( child == 0 ) {

            cout << "I am " << getpid() << " and my parent is " << getppid() << endl ;

            exit(0) ;

        }

        // The parent appends the ID of the new child to the array

        else{ childArr[i] = child ; }

    }

    // The parent loops 2\*n times, waiting for each of the child process IDs in the array.

    for (i = 0 ; i < numProc ; i++){

        waitpid(childArr[i], NULL, 0) ;

    }

    return 0 ;

}